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Abstract. Cloud computing is a relatively new paradigm that promises to 

revolutionize the way IT services are provided. However, the issue of cloud 

application portability could be an impediment for the wide adoption of cloud 

computing. In this paper, certain existing approaches addressing application 

portability are presented. Each solution is developed in a different direction. 

Next we briefly state the scope of our research focus and the future research 

directions on the field of cross platform development and deployment of cloud 

applications 
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1    Introduction 

The growing interest in cloud application platforms has resulted in a large number of 

platform offerings being already available on the market. However, different cloud 

application platform offerings are characterized by considerable heterogeneity. 

Because of incompatibilities, users that develop applications on a specific platform 

may encounter significant problems when trying to deploy them in a different 

environment. This gives rise to the familiar problem of vendor lock-in [1], which has 

been a challenge long before the advent of cloud computing.  

Incompatibilities which may arise while deploying an application across various 

platforms include the differences in programming languages and databases, specific 

configuration files and differences in provided services such as the message queue 

service, file storage service, billing service etc [2]. However, for developers to be able 

to exploit the full advantages of PaaS [3], they should be able to overcome the 

conflict points and deploy their cloud applications across multiple platforms, without 

lock-in to a particular vendor. To achieve this, a new approach to cloud application 
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development must be adopted. The key concept is for users not to develop 

applications directly against proprietary platform environments. Rather, developers 

should use either standard and widely adopted technologies, or abstraction layers 

which decouple application development from specific target platforms. Ensuring 

portability across cloud providers would eliminate the vendor lock-in problem and in 

turn, this would increase consumers’ trust towards cloud computing and public cloud 

services. 

This paper examines existing approaches which address the issue of application 

portability. Rather than providing an exhaustive list of existing approaches we focus 

on certain approaches which follow a different solution paradigm. Next we briefly 

state our own research scope and future directions towards addressing the issue of 

application portability.  

2.   Existing approaches  

Significant work has been done in order to minimize the vendor lock-in effect and 

allow the development of applications which can be deployed across multiple 

platforms. In this section we briefly state some prominent approaches that adopt 

different solution architecture. 

1) Wrapper approach. The wrapper approach consists of an API library which 

abstracts the access to the native APIs offered by the specific cloud service 

providers. jClouds [4]  is a major example. It provides abstraction for major cloud 

storage services such as Amazon S3 and Microsoft Azureblob. It allows the 

application to perform actions on files located in remote stores which are offered 

by a cloud provider.   

From a technical point of view, jClouds is a client implementation of the REST 

API [5] which cloud providers expose to allow access to their storage service. 

Therefore developers can use a single method offered by the library to access any 

of the supported storage services. 

Alternatively, developers should implement their own HTTP requests for each 

storage service or use the client implementations offered by the cloud providers. 

In both cases a significant development effort is needed when deploying the 

application across different cloud platforms. jClouds reduces the effort by 

introducing an abstraction layer between the application and the storage service. 

Similar solution which offers a wrapper API library, is the Simple Cloud API [6]. 

2) Adoption of common standards. Instead of using a wrapper library to abstract 

the access to the native cloud service APIs, users can choose cloud platforms that 

adopt common standards and thus avoid any lock-in. Openshift is such a cloud 

platform which does not use any proprietary API [7]. Another example of an open 

source platform contributing to application portability is the European project 

mOSAIC [8].  mOSAIC adopts standard and widely used technologies. On top of 

that the platform offers the so called interoperability API [9]. Developers can 

exploit the interoperability API in order to access resources such as databases, file 

storage and message queuing service from various cloud providers. However, the 

range of the supported resources is significantly limited.  
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While the cloud platforms which adopt common standards minimise the lock-in 

effect, they usually do not offer a range of services that users could exploit in 

order to enrich their applications. mOSAIC allows a certain access to cloud 

resources such as file storage, databases, messaging system , but the developers 

are required to use a certain programming concept which increases the learning 

curve of the platform. 

3) Model-driven engineering (MDE) approach. Another approach towards 

achieving cloud application portability is to exploit MDE techniques. Using MDE, 

the application creation process begins with building a platform independent 

model (PIM). Then, using automated model transformations, the PIM is translated 

into a platform specific model (PSM) targeting particular cloud platforms. 

MobiCloud [10] is an example which leverages the benefits of model-driven 

engineering (MDE) field. MobiCloud is a domain specific language (DSL) that 

allows developers to create simple Create, Read, Update, Delete (CRUD) 

applications using a graphical editor and a scripting language. The platform 

automatically generates the source code and the required configuration files for 

uploading the application on Google App Engine and Amazon EC2. 

Although MobiCloud enables the development and deployment of cross 

platform applications, it has a limited application scope. Developers can only 

create simple CRUD applications and target a limited set of cloud platforms. 

Additional examples which leverage MDE techniques are [11] [12], which both 

propose the definition of a modeling language for describing cloud applications. 

3.   Future research directions 

In the previous section we mentioned certain existing approaches, each one of them 

addressing the issue of application portability from a different perspective. The first 

one offers a third party library which abstracts certain storage service providers. The 

second one constitutes an open source cloud platform where applications can be 

deployed and executed. The third one leverages model driven engineering techniques 

and offers an online development environment for creating simple CRUD 

applications. Each one of the approaches involves certain advantages and 

disadvantages as mentioned in section 2. In this section we briefly state our own 

future research directions in the field of cross-platform development and deployment 

of cloud applications. 

 Our intention is to create an abstraction framework which can be used by 

developers to allow access to specific cloud services independent of the cloud 

provider. The target cloud services can be a message queue service or a platform 

specific service such as the billing service. Our motivation for choosing this scope is 

that, to the best of our knowledge, this is a relatively unexplored area and there is no 

or little related work on the field. In addition to that, the functionality of the 

framework can be enriched by leveraging existing solutions, such as the jClouds 

storage service. 

An initial high-level overview of the envisioned solution is shown in Figure 1. The 

abstraction framework will consist of two parts. The first one will contain platform 



independent models which will represent the cloud services that the framework will 

support. For each supported service a set of models will be available. A domain 

specific language can be designed to leverage the use of the models. The second part 

will consist of concrete adapters which will be responsible for transforming the 

abstract models into concrete source code for the target cloud platform such as 

Google App Engine, Amazon Elastic Beanstalk etc. 

 

 

Fig. 1. High level architecture of the abstraction framework 

The developer will initiate the development of an application using a popular 

development environment such as Eclipse and a programming language such as Java. 

When the application needs to use a cloud service which is supported by the 

framework, the developer will use the domain specific language in order to configure 

the service and model the desired functionality. Then, the source code for the specific 

cloud platform will be generated, using the appropriate adapter. The generated source 

code will be merged with the rest of the application and deployed on the target 

platform. 

The contribution of the proposed research directions will be threefold. First, it will 

systematically explore the challenges involved when trying to abstract cloud service 

providers. Second, it will attempt to propose a formal methodology and best practices 

for abstracting cloud services. Third, the envisioned abstraction framework will 

attempt to expand its functionality by leveraging existing solutions. For example, a 

storage service can be offered by integrating the jClouds framework.  
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4.   Conclusions  

In this paper the issue of cross platform development and deployment of cloud 

applications was introduced. Certain existing approaches, addressing the issue of 

application portability, were presented. Each approach follows a different solution 

direction ranging from a wrapper library, to adopting common standards and MDE 

techniques. Next, our research directions towards addressing application portability 

were briefly stated. Our intention is to focus on areas that have not been yet 

extensively explored, such as cloud messaging services or billing services. 

Additionally, we intend to explore the benefits of introducing a domain specific 

language for allowing easy access and configuration of the offered services.  
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